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ABSTRACT
In this study, we develop a calibration method of the temporally varying
volatility and interest rate functions using the Black–Scholes (BS) partial
differential equation and the observed market option prices with different
strikes and expiries. The proposed method uses the piecewise linear inter-
polations between data points which are defined at the middle points of
maturity dates. When we construct the volatility and interest rate, we use
the exponential function so that the interpolated values are always positive.
Numerical experiments with synthetic and real market data demonstrate
the superior performance of the proposed method.
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1. Introduction

The main purpose of this paper is to develop a calibration algorithm of the time-dependent volatil-
ity and interest rate functions using the Black–Scholes (BS) equation. In [18], the authors studied a
transformation of the equation with time-varying parameters to provide a more general approach.
The observed market option prices with different strikes and expiries:

∂u(S, t)
∂t

+ 1
2
[σ(t)S]2

∂2u(S, t)
∂S2

+ r(t)S
∂u(S, t)

∂S
− r(t)u(S, t) = 0, (1)

for (S, t) ∈ R
+ × [0,T), where u(S, t) is the option value of the underlying price S and time t. Here,

σ(t) and r(t) are the time-dependent volatility and interest rate functions of time t, respectively. The
final condition is the payoff function u(S,T) = �(S) at expiry T.

In 1973, Black and Scholes [2] derived the BS equation with constant volatility and interest rate.
This model is one of the most widely used models in the option pricing field. However, the con-
stant parameter does not reflect arbitrage-free market and volatility skew, etc. To solve this problem,
many researchers presented different methods for time-dependent parameters. Elettra and Rossella
[5] derived the Geske formula for compound options with time-dependent volatility and interest
rate and compared them with the Geman–El Karoui–Rochet formula. Yunxia and Xiping [23] con-
sidered the underlying asset driven by the Ornstein–Uhlenback (OU) process and the interest rates
driven by the Hull–White model in order to price the European call and put options. The OU pro-
cess does not make any economic assumptions in the actuarial approach, hence it applies not only
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to the arbitrage-free, equilibrium, and complete markets but also to arbitrage, non-equilibrium, and
incomplete markets. Guardasoni [8] straightforwardly applied semi-analytical method for pricing of
barrier options with time-dependent interest rate, volatility, and dividend. It may be considered as an
alternative approach for the BS equation with time-dependent parameters. In [11], a solution of an
ordinary differential equation in which the time-dependent interest rate is assumed to be zero in stan-
dard deviation of the interest rate from the Vasicek model is applied to the BS equation. In addition,
there are various studies related to the time-dependent volatility and interest rate using BS equation
[14,16–19].

There are also many authors who studied the reconstruction of local volatility using the stochastic
volatility model [10], which was developed to overcome the disadvantage of the BS model. In [7],
the authors investigated the Heston hybrid model with a stochastic interest rate, which combines a
stochastic volatility equity and interest rate process, and presented the approximations for the model
by emphasizing the importance of speed of pricing.When theirmodel is used, there is no need for sev-
eral calculations. Grzelak [6] proposed a new local volatility framework which allows large-stepping
simulation. He and Chen [9] developed a closed-form solution for the European call options using
stochastic volatility models. In [1], a stochastic local volatility technique was introduced for valuat-
ing exotic options by finite difference method. In [13], a closed-form formula was presented to aid
the calibration of the regime-switching model to resolve the time-intensive problems. Daněk and
Pospíšil also developed another regime-switching algorithm for the stochastic volatility jump diffu-
sion model [4]. In [12], the authors presented a method to price derivatives with stochastic volatility
and stochastic interest rate through the conditional Monte Carlo framework. Until now, neverthe-
less, the BS equation continued to be used and studied steadily as mentioned above. In this study, we
present the method for calibration of the time-dependent volatility and interest rate functions using
the BS equation.

The rest of the paper is organized as follows. In Section 2, we explain our numerical algorithm
for constructing the time-dependent volatility function and interest rate function. In Section 3,
computational tests are described. Conclusions are made in Section 4.

2. Numerical algorithm

Let S be the underlying asset price and τ = T − t be the time to expiry. Then, Equation (1) can be
rewritten as

∂u(S, τ)

∂τ
= 1

2
[σ(τ)S]2

∂2u(S, τ)

∂S2
+ r(τ )S

∂u(S, τ)

∂S
− r(τ )u(S, τ), (2)

for (S, τ) ∈ � × (0,T] with u(S, 0) = �(S) for S ∈ � = (0, L) [20]. We numerically solve
Equation (2) using a finite difference method (FDM). Let uni ≡ u(Si, n�τ) be the numerical approx-
imation of the solution of Equation (2) for i = 1, 2, . . . , NS and n = 0, 1, . . . , Nτ . Here,�τ = T/Nτ

is uniform temporal step size andNτ is the number of time steps.We use the non-uniform asset price
domain. Figure 1 shows the non-uniform grid. Here, we define the spatial step size hi−1 = Si − Si−1.

Letσ n ≡ σ(n�τ) and rn ≡ r(n�τ)be the discrete variable volatility and interest rate, respectively.
By applying the fully implicit-in-time and non-uniform space difference scheme to Equation (2), we

Figure 1. Non-uniform grid with a spatial step size hi−1.
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obtain that

un+1
i − uni

�τ
= (σ n+1Si)2

2

(
2un+1

i−1
hi−1(hi−1 + hi)

− 2un+1
i

hi−1hi
+ 2un+1

i+1
hi(hi−1 + hi)

)

+ rn+1Si

(
−hiun+1

i−1
hi−1(hi−1 + hi)

+ (hi − hi−1)un+1
i

hi−1hi
+ hi−1un+1

i+1
hi(hi−1 + hi)

)

− rn+1un+1
i . (3)

We can rewrite the above Equation (3) as

αiun+1
i−1 + βiun+1

i + γiun+1
i+1 = bi, for i = 2, . . . ,NS, (4)

where αi = rn+1Sihi
hi−1(hi−1+hi) − (σ n+1Si)2

hi−1(hi−1+hi) , βi = 1
�τ

− rn+1Si(hi−hi−1)
hi−1hi + (σ n+1Si)2

hi−1hi + rn+1, γi =
− rn+1Sihi−1

hi(hi−1+hi) − (σ n+1Si)2
hi(hi−1+hi) , and bi = uni

�τ
. For boundary conditions, we use the zero Dirichlet condi-

tion at S1, that is, un+1
1 = 0 and the linear condition at SNS , that is, u

n+1
NS+1 = 2un+1

NS
− un+1

NS−1 for all n
[22]. To solve the resulting discrete tri-diagonal system (4), we apply the Thomas algorithm [21].

Next, we present the proposed algorithm for constructing the temporally varying volatility and
interest rate using option prices. Suppose that we have a set of measurements {Uα

β }, where Uα
β is the

market price of the options with the exercise time Tα for α = 1, . . . ,Mt and the exercise price Kβ

for β = 1, . . . ,Mk. Here, we assume that T1 < . . . < TMt andK1 < · · · < KMk . Using the given data,
we determine a piecewise volatility function σ(t) and a piecewise interest rate function r(t) in the
least-squares sense. That is, we minimize the following mean-square error (MSE):

E(σ , r) = 1
MtMk

Mt∑
α=1

Mk∑
β=1

ωα
β [uKβ (σ , r; S0,Tα) − Uα

β ]
2, (5)

where uKβ (σ , r; S0,Tα) is the numerical solution at S = S0 of Equation (2) with the strike price Kβ at
time Tα . Here, ωα

β is a normalized weight, i.e. trading volume of Uα
β . LetW

α
β be the trading volume

of Uα
β , then we define the normalized weight as ωα

β = Wα
β /
∑Mk

γ=1W
α
γ , which implies

∑Mk
γ=1 ωα

β = 1
for α = 1, . . . ,Mt .

In this study, we use the lsqcurvefit routine, which is a non-linear curve-fitting solver in MATLAB
R2019a [15], to find the optimal values σ and r that minimize the cost function E(σ , r). Now, we
present the detailed process of the proposed algorithm.We use the notation Tα+ 1

2
= (Tα + Tα+1)/2

for α = 1, . . . ,Mt − 2.
Given initial guess σ̃ 0

α (α = 1, . . . ,Mt), we define the piecewise linear volatility function as

σ(t) =

⎧⎪⎪⎪⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎪⎪⎪⎩

σ 0
2 −σ 0

1
T 3
2

t + σ 0
1 , if t ∈ [0, T 3

2
],

σ 0
α+1−σ 0

α

T
α+ 1

2
−T

α− 1
2

(t − Tα− 1
2
) + σ 0

α , if t ∈ [Tα− 1
2
, Tα+ 1

2
], 2 ≤ α ≤ Mt − 2,

σ 0
Mt−σ 0

Mt−1
TMt−TMt− 3

2

(t − TMt− 3
2
) + σ 0

Mt−1, if t ∈ [TMt− 3
2
, TMt ],
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Figure 2. Schematic illustrations of the piecewise linear (a) volatility function and (b) interest rate function from our proposal.

where σ 0
α = exp(σ̃ 0

α). Similarly, given initial guess r̃0α (α = 1, . . . ,Mt), the piecewise linear interest
rate function is defined as

r(t) =

⎧⎪⎪⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎪⎪⎩

r02−r01
T 3
2

t + r01, if t ∈ [0, T 3
2
],

r0α+1−r0α
T

α+ 1
2
−T

α− 1
2

(t − Tα− 1
2
) + r0α , if t ∈ [Tα− 1

2
, Tα+ 1

2
], 2 ≤ α ≤ Mt − 2,

r0Mt−r0Mt−1
TMt−TMt− 3

2

(t − TMt− 3
2
) + r0Mt−1, if t ∈ [TMt− 3

2
, TMt ],

where r0α = exp(r̃0α). Note that we can avoid the negative value in σ(t) and r(t) by using the exponen-
tial function. Figure 2 illustrates the piecewise linear volatility and interest rate functions, respectively.
The black dots mean the initial guess points and the white dots mean the value that substituted the
initial guess points using the exponential function. We can obtain initial piecewise linear functions
by interpolating these points.

Using these initial volatility and interest rate functions, we start the lsqcurvefit routine to find the
optimal values σ and r that minimize the cost function E(σ , r).

3. Computational tests

Now, we show the performance of the proposed time-dependent volatility construction algorithm
by computational tests with manufactured volatility functions, interest rate function and option
data from a real market. All computations are performed on a 3.60GHz Intel PC with 8GB of
RAM loaded with MATLAB R2019a. If there is no other mention, we use the uniform temporal
step size �τ = 1/360 and the non-uniform spatial grid � = {15i | i = 0, . . . , 5} ∪ {80 + 1.25j | j =
0, . . . , 32} ∪ {125 + 15k | k = 0, . . . , 11} in the following experiments. Additionally, we assume the
prices are equally weighted, that is, the trading volumes of each strike with the same maturity are the
same.

3.1. Manufactured data 1

First, we consider the following non-linear manufactured volatility and interest rate functions:

σ(t) = 0.3e−t , r(t) = 0.5t2 + 0.1. (6)

Next, we obtain reference values for the call option that are based on these manufactured volatility
function and interest rate function (6) by solving Equation (3) with Tα = 90α/360 for α = 1, 2, 3, 4
and Kβ = 70 + 10β for β = 1, 2, . . . , 5. The European call option prices generated by the given
functions (6) are represented in Table 1.



1070 E. PARK ET AL.

Table 1. European call option prices generated by the volatility and interest rate functions σ(t) = 0.3e−t , r(t) = 0.5t2 + 0.1.

Kβ 80 90 100 110 120

T1 = 90/360 22.96 13.63 6.02 1.80 0.36
T2 = 180/360 25.86 17.12 9.78 4.73 1.93
T3 = 270/360 28.66 20.34 13.17 7.72 4.11
T4 = 360/360 31.34 23.37 16.35 10.70 6.56

Figure 3. Estimated piecewise linear functions from the proposed algorithm compared to (a) the exact volatility function σ(t) =
0.3e−t and (b) the exact interest rate function r(t) = 0.5t2 + 0.1.

Figure 4. Estimated piecewise linear functions from the proposed algorithm compared to (a) the exact volatility function σ(t) =
0.3e−t , with fixed interest rate r = 0.01 and (b) the exact interest rate function r(t) = 0.5t2 + 0.1, with fixed volatility σ = 0.3.

Then, we demonstrate the proposed algorithm with the initial guesses σ̃ 0
n = −2, r̃0n = −2, n =

1, 2, 3, 4. Figure 3 illustrates the obtained piecewise linear volatility and interest rate functions. Here,
we denote the exact functions with the dotted line and the estimated functions from our algorithm
with the solid line. Also, we have inserted the point set {σn, rn}, n = 1, 2, 3, 4 with some dots on the
black solid line. From these figures, we can confirm our proposed method satisfactorily recovers the
exact volatility and interest rate functions.We present theMSE between the estimated functions from
the numerical test and the exact ones. The values are 1.1413e-6 and 2.9398e-5 for volatility and interest
rate, respectively.

At this time, we conduct tests by fixing one of two variables to be constant. Figure 4 represents the
results obtained. Figure 4(a) indicates the volatility function obtained when the interest rate r = 0.01
is fixed and Figure 4(b) indicates the volatility function obtained when the volatility σ = 0.3 is fixed.
As shown in Figure 3, we use the samemark representations. Furthermore, we add the constant inter-
est rate and the constant volatility in the two graphs. Even if each interest rate or volatility is fixed as
a constant, a satisfactory result could be confirmed.

Next, we consider this test without taking exponentiation when we calibrate. Given initial guess
σ 0

α , r0α(α = 1, . . . ,Mt), we can construct the piecewise linear functions as shown in Figure 5.
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Figure 5. Schematic illustrations of the piecewise linear (a) volatility function and (b) interest rate functionwithout exponentiation.

Figure 6. Estimated piecewise linear functions calibrated without exponentiation compared to (a) the exact volatility function
σ(t) = 0.3e−t and (b) the exact interest rate function r(t) = 0.5t2 + 0.1.

With these functions, we apply the calibration algorithm. Figure 6 represents the estimated
piecewise linear functions. The MSE values are 1.1413e-6, 2.9398e-5 for volatility and interest rate,
respectively.

We obtain almost the same result compared to the above test. However, there still probability that
the estimated values may be negative in some cases. To prevent this problem, we include the step to
take exponentiation.

3.2. Manufactured data 2

In this section, we consider another following non-linear manufactured volatility and interest rate
functions:

σ(t) = 0.1 sin(4π t) − 0.1t + 0.2, r(t) = 0.15 cos(1.5π t) + 0.3t. (7)

We obtained the best performed set {σn, rn}, n = 1, 2, . . . , 6 in the lsqcurvefit routine by solving
Equation (3) with Tα = 30α/360 for α = 1, 2, . . . , 12 and Kβ = 70 + 10β for β = 1, 2, . . . , 5.

Figure 7 represents the piecewise linear functions from the obtained set {σn, rn}, n = 1, 2, . . . , 6.
Here, we use the same indications as above in Figure 3. Fluctuations of the two functions seem to be
quite severe. We can gain very similar functions to the exact ones even in that case. In this case, the
MSE values are 2.0756e-5, 9.5211e-7 for volatility and interest rate, respectively.

We conducted numerical experiments when large datasets with more maturities and strike prices
are given and other optimization algorithms to demonstrate the robustness of the proposed algorithm.
We consider the manufactured volatility and interest rate Equation (7) with Tα = 18α/360 for α =
1, 2, . . . , 20 and Kβ = 65 + 5β for β = 1, 2, . . . , 21. The total market data is 420 prices.

Figure 8 represents the time-dependent functions from the obtained set {σn, rn}, n = 1, 2, . . . , 20.
Here,we use the lsqcurvefitwith the default trust-region-reflective algorithm.We can gain very similar
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Figure 7. Estimated piecewise linear functions from the proposed algorithm compared to (a) the exact volatility function σ(t) =
0.1 sin(4π t) − 0.1t + 0.2 and (b) the exact interest rate function r(t) = 0.15 cos(1.5π t) + 0.3t.

Figure 8. (a) Comparison of European call option price(circle-marked solid line) with numerical option prices (star-marked solid
line). (b) Constructed volatility and interest rate function.

functions to the exact ones even in that case. In this case, the MSE values are 1.5245e-6, 0.0151 for
volatility and interest rate, respectively.

Next, we looked at the performance for other optimization algorithms. For the previous test sets,
we use the lsqcurvefit with the Levenberg–Marquardt algorithm to solve Equation (3).

Figure 9(a) shows the two algorithms converged to the same solution. In the Levenberg–Marquardt
algorithm used, the MSE values are 1.5245e-6, 0.0151 for volatility and interest rate, respectively. The
accuracy of the two algorithms is similar.

3.3. Stability test

In this section, we consider manufactured functions with white noise for stability. First, we construct
new volatility and interest rate functions by adding white noise to the manufactured functions. The
new noised functions are as follows:

σnew(t) = σ(t)(1 + γW1),

rnew(t) = r(t)(1 + γW2),

where γ is a noise weight and W1,W2 follow standard normal distributions. Then, we apply our
proposed algorithm using these functions.We conduct stability tests with functions (7). To recognize
the effect of noise weight, we conduct tests in some cases. Figures 10 and 11 illustrate the obtained
piecewise linear volatility and interest rate functions when γ = 1/15, 1/5. Here, the blue dots denote
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Figure 9. (a) Numerical option price, (b) Constructed volatility and interest rate function with the trust-region-reflective
algorithm(circle-marked solid line) and the Levenberg–Marquardt algorithm(star-marked solid line).

Figure 10. Estimated piecewise linear functions from the proposed algorithm with noise when γ = 1
15 compared to (a) the exact

volatility function σ(t) = 0.1 sin(4π t) − 0.1t + 0.2 and (b) the exact interest rate function r(t) = 0.15 cos(1.5π t) + 0.3t.

Figure 11. Estimated piecewise linear functions from the proposed algorithm with noise when γ = 1
5 compared to (a) the exact

volatility function σ(t) = 0.1 sin(4π t) − 0.1t + 0.2 and (b) the exact interest rate function r(t) = 0.15 cos(1.5π t) + 0.3t.

manufactured function with white noise. Table 2 shows the MSE values for volatility and interest rate
in each case. Even in functions with noise, we can find that the proposed method exhibits stability.

3.4. Effective test

In this section, we demonstrate the effectiveness of the proposed method by performing the test in
the paper [3]. We use the time-dependent volatility function in the test case1 of the paper [3]. The
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Table 2. MSE values for manufactured volatility and inter-
est rate functions with noise.

γ 1/5 1/10 1/15

σ 3.0483e−5 2.1917e−5 2.0925e−5
r 2.5853e−5 7.1310e−6 3.6782e−6

Figure 12. Exact time-dependent volatility function and Estimated time-dependent volatility function (a) call option and (b) put
option.

time-dependent volatility function is followed:

σ(t) = 10 + 5 sin
(
2π

t
T

)
, 0 ≤ t ≤ T (8)

The parameters used in this section are taken as follows: The underlying asset price S is chosen from 0
to 20with asset price interval�S = 0.0625, the initial underlying asset price S0 = 10, time tomaturity
T = 50/365, time interval �t = 1/365, the strike price K = 11, and interest rate r = 0.2. We are
going to conduct two tests. We compute the call option price and the put option price using the
parameters and the Levenberg–Marquardt algorithm. Then, we apply the proposed algorithm using
the time-dependent volatility function (8).Here, the red dotted line denotes the exact time-dependent
volatility function and the black solid line denotes the estimated time-dependent volatility function
using the proposed method (Figure 12).

The average error for the exact and estimated functions is defined as

Average error (%) = 1
N

N∑
n=1

∣∣∣∣σn,exact − σn,estimated

σn,exact

∣∣∣∣× 100(%). (9)

In the reference paper [3], the average error for put option is observed with 2.47e−8%. Table 3
shows the average error for call and put option using the proposed algorithm. The proposed
algorithm has been found to calibrate time-dependent volatility that is more similar to manufactured
time-dependent volatility.

Table 3. Average error values for the exact time-
dependent volatility and the estimated time-dependent
volatility functions.

Option Call Put

Average error(%) 6.2652e−10 8.6030e−10



INTERNATIONAL JOURNAL OF COMPUTER MATHEMATICS 1075

3.5. Manufactured data 3

On the third test, we consider manufactured volatility surface and constant interest rate:

σ(S, t) = (
10−5(S − S∗)2 + 0.2

)
e−t , r(S, t) = 0.015, (10)

where S∗ = 100 and S∗ = 300. Then S∗ = 100 and S∗ = 300 indicate ‘smile’ volatility and ‘skew’
volatility for the underlying asset, respectively (see Figure 13). We set Tα = 90α/360 for α =
1, 2, . . . , 4 and Kβ = 85 + 5β for β = 1, 2, . . . , 5.

Figure 14(a ,b) show the estimated option price using the proposed algorithm for themanufactured
volatility surface Equation (10) with S∗ = 100 and (b) S∗ = 300, respectively.

From Figure 14, we observe that we can construct the time-dependent volatility which covers the
generated market prices using the manufactured volatility surface. However, because we propose the
algorithm that constructs time-dependent volatility function, our model can not replicate the volatil-
ity smile and skew observed on the market in this paper. A local volatility surface of the underlying
asset and time is left for future research.

3.6. Volatility and interest rate construction using KOSPI 200 data

Here, we conduct our proposed algorithm to get piecewise linear volatility and interest rate functions
with KOSPI 200 index call option datasets on 30 December 2020. Table 4 indicates the real market
data with respect to the strikes and maturities. Table 5 represents trading volume of the call option
contract. Strikes used in these tables are Kβ = 395 + 2.5(β − 1) for β = 1, 2, . . . , 8 and the maturity

Figure 13. Manufactured volatility surface σ(S, t) = (10−5(S − S∗)2 + 0.2)e−t with (a) S∗ = 100 and (b) S∗ = 300.

Figure 14. Estimated option price using the proposed algorithm for manufactured volatility surface σ(S, t) = (10−5(S − S∗)2 +
0.2)e−t with (a) S∗ = 100 and (b) S∗ = 300.
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Table 4. KOSPI 200 index call option price on 30 December 2020 with respect to the strike and maturity.

Kβ 395.0 397.5 400.0 402.5 405.0 407.5 410 412.5

T1 = 15�τ 3.70 2.95 2.31 1.79 1.35 1.02 0.76 0.54
T2 = 42�τ 8.06 7.03 6.11 5.33 4.75 4.02 3.49 3.01
T3 = 71�τ 10.25 9.40 8.48 7.56 7.03 6.10 4.42 3.91

Table 5. KOSPI 200 index call option volume on 30 December 2020 with respect to the strike and maturity.

Kβ 395.0 397.5 400.0 402.5 405.0 407.5 410 412.5

T1 = 15�τ 145957 148149 194886 155175 175479 110637 136867 88546
T2 = 42�τ 512 268 1310 536 983 391 566 1041
T3 = 71�τ 17 6 20 2 44 291 4 13

Table 6. Weighted KOSPI 200 index call option price on 30 December 2020 with respect to the strike and maturity.

Kβ 395.0 397.5 400.0 402.5 405.0 407.5 410 412.5

T1 = 15�τ 1.31 1.06 0.95 0.66 0.53 0.32 0.26 0.15
T2 = 42�τ 2.44 1.54 2.95 1.65 1.99 1.06 1.11 1.30
T3 = 71�τ 2.12 1.16 1.90 0.54 2.34 5.22 0.44 0.71

Figure 15. Comparison of weighted KOSPI 200 index call option price(dashed line) with numerical option prices (circle-marked
solid line) at (a) T = 15/365, (b) 42/365, and (c) 71/365. (d) Constructed volatility and interest rate function.

times are T1 = 15�τ , T2 = 42�τ , and T3 = 71�τ , where �τ = 1/365. At this time, the present
value of the KOSPI 200 index was S0 = 389.29.With Table 5, we can compute weightedmarket values
with normalized weight from the trading volume. We can check that in Table 6.
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Figure 16. Comparison of weighted KOSPI 200 index call option price (dashed line) with numerical option prices (circle-marked
solid line) at (a) T = 15/365, (b) 42/365, and (c) 71/365. (d) Constructed volatility and constant interest rate function.

We apply our calibration algorithm to this data with non-uniform spatial grid � = {15i | i =
0, . . . , 25} ∪ {S0} ∪ {390 + 1.25j | j = 0, . . . , 22} ∪ {420 + 15k | k = 0, . . . , 49}. Figure 15 shows the
result of our proposed algorithm. We can find that numerical values from our proposed algorithm
are quite similar with the real market values at each maturity. It can be inferred from Figure
15(a–c). That is, our method also worked well in KOSPI 200 data. Additionally, we inserted the
constructed volatility and interest rate function from the algorithm in Figure 15(d). It can be
inferred from the tests conducted so far that the volatility and interest rate functions can be found
well.

Also, we implement tests with consumption that the volatility or the interest rate is constant,
respectively. The results are presented in Figures 16 and 17.

4. Conclusions

Many studies disclosed the assumption that volatility and interest rate are all constant values in the
BS equation does not reflect well the real-world market. To overcome the vulnerability of the BS
equation, we consider an algorithm that can construct the time-dependent volatility and interest
rate function in this paper. The main goal of our paper is to find these two time-varying func-
tions from the real market data. Because of the fact that volatility and interest rate are positive
in the usual case, we use the exponential function to make the values obtained positive. Then,
we can construct the piecewise linear structures of them by interpolating some points, which is
obtained from the exponential function. When we construct the piecewise linear functions, we
use the lsqcurvefit. As shown in Section 3, we demonstrate that our proposed algorithm works
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Figure 17. Comparison of weighted KOSPI 200 index call option price (dashed line) with numerical option prices (circle-marked
solid line) at (a) T = 15/365, (b) 42/365, and (c) 71/365. (d) Constant volatility and constructed interest rate function.

well with obtained data from manufactured time-varying functions and the real market data,
KOSPI 200.
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